quwsarohi@gmail.com Section: Dynamic Programming Page : 1

**//1D Max Sum**

**//Algorithm : Jay Kadane**

**//Complexity : O(n)**

main() {

int n;

scanf("%d", &n);

int A[n+1];

for(int i = 0; i < n; i++)

scanf("%d", &A[i]);

//Main part of the code

int sum = 0, ans = 0;

for(int i = 0; i < 9; i++) {

sum += A[i];

ans = max(sum, ans); //always take the larger sum

if(sum < 0)

sum = 0; //if sum is negative, reset it (greedy)

}

printf("1D Max Sum : %d\n", ans);

}

**//2D Max Sum**

**//DP, Inclusion Exclusion**

**//Complexity : O(n^4)**

int main() {

int row\_column, A[100][100]; //A square matrix

scanf("%d", &row\_column);

for(int i = 0; i < row\_column; i++) //input of the matrix/2D array

for(int j = 0; j < row\_column; j++) {

scanf("%d", &A[i][j]);

if(i > 0)

A[i][j] += A[i-1][j]; //take from right

if(j > 0)

A[i][j] += A[i][j-1]; //take from left

if(i > 0 && j > 0)

A[i][j] -= A[i-1][j-1]; //inclusion exclusion

}

int maxSubRect = -1e7;

for(int i = 0; i < row\_column; i++) //i & j are the starting coordinate of sub-rectangle

for(int j = 0; j < row\_column; j++)

for(int k = i; k < row\_column; k++) //k & l are the finishing coordinate of sub-rectangle

for(int l = j; l < row\_column; l++) {

int subRect = A[k][l];

if(i > 0)
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subRect -= A[i-1][l];

if(j > 0)

subRect -= A[k][j-1];

if(i > 0 && j > 0)

subRect += A[i-1][j-1]; //due to inclusion exclusion

maxSubRect = max(subRect, maxSubRect);

}

printf("2D Max Sum : %d\n", maxSubRect);

return 0;

}

**// 0-1 Knapsack**

**//Note : val array contains element values starting from 1 index, 0 index is empty**

int Knapsack(int totalWeight, int val[], int totalElements) {

int dp[50001][101]; // DP Table [BagWeight][TotalElements]

for(int i = 0; i <= totalWeight; i++)

dp[i][0] = 0; // Base Case

// Calculating best weight(that will be taken) for every possible element

for(int i = 1; i <= totalElements; i++) { // Element starts from 1

for(int weight = 0; weight <= totalWeight; weight++) {

if(val[i] <= weight) // Take this element, skip this element

dp[weight][i] = max(dp[weight-val[i]][i-1]+val[i], dp[weight][i-1]);

else // Skip this element

dp[weight][i] = dp[weight][i-1];
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}

return dp[totalWeight][totalElements];

}

**// Coin Change** Fig: Knapsack

**// All Possible Types**

int main() {

int n, coin\_amount = 3; // n = value to produce

int coin[] = {1, 2, 3}, test[1000]; // coin[] = coin values

// Solution for producing amount with coins. Without any co-occurance and

// coins can be used more than once

// Bottom Up solution

memset(test, 0, sizeof(test));

test[0] = 1; // Base case

for(register int i = 0; i < coin\_amount; i++) // this will NOT produce co-occurrence

for(register int j = 1; j<=n; j++) // solution for 4 if there is present 1 & 2 coins would be 3

if(j >= coin[i]) // 1+1+2, 2+2, 1+1+1+1
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test[j] += test[j - coin[i]];

printf("Solution without co-occurance : %d\n", test[n]);

// Solution for producing amount with coins. With co-occurance and

// coins can be used more than once

// Bottom Up solution

memset(test, 0, sizeof(test));

test[0] = 1; // Base case

for(int j = 1; j <= n; j++) // this will produce co-occurrence

for(int i = 0; i < coin\_amount; i++) // solution for 4 if there is present 1 & 2 coins would be 5

if(j >= coin[i]) // 1+1+2, 2+2, 1+1+1+1

test[j] += test[j - coin[i]]; // and also 2+1+1, 1+2+1

printf("Solution with co-occurrence : %d\n", test[n]);

// Solution for producing amount with coins. With co-occurrence and

// coins can be used more than once

// Bottom up solution

for(int i = 0; i <= 1000; i++)

test[i] = inf; // Normal case

test[0] = 0; // Base case

for(int i = 0; i < coin\_amount; i++) // this will produce co-occurrence

for(int j = n; j > 0; j--) // solution for 4 if there is present 1, 2 & 3 coins would be 2

if(j >= coin[i] && (test[j - coin[i]] + 1) < inf) // 1+3, and 3+1

test[j] = test[j-coin[i]] + 1;

printf("Solution by using coins only once with co-occurrence : %d\n", test[n]);

// Solution for producing amount with coins. With co-occurrence and

// coins can be used more than once

// Bottom up solution

for(int i = 0; i <= 1000; i++)

test[i] = inf; // Normal case

test[0] = 0; // Base case

for(register int i = n; i > 0; i--) // this will NOT produce co-occurrence

for(register int j = 0; j < coin\_amount; j++) // solution for 4 if there is present 1, 2 & 3 coins would be 1

if(i >= coin[j] && (test[i - coin[j]] + 1) < inf) // 1+3 only

test[i] = test[i - coin[j]] + 1;

printf("Solution by using coins only once without co-occurrence : %d\n", test[n]);

return 0;

}
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**// Traveling Salesman**

**// Time Complexity :**

//dist[u][v] = distance from u to v

//dp[u][bitmask] = dp[node][set\_of\_taken\_nodes] (saves the best(min/max) path)

//call with tsp(starting node, 1)

int n, x[11], y[11], dist[11][11], memo[11][1 << 11], dp[11][1 << 11];

int tsp(int u, int bitmask) { // Starting node and bitmask of taken nodes

if(bitmask == ((1 << (1+n)) - 1)) // When it steps in this node, if all nodes are visited

return dist[u][0]; // Then return to 0'th (starting) node [as the path is **Hamiltonian**]

//or use return dist[u][start] if starting node is not 0

if(dp[u][bitmask] != -1) // If we have previous value set up

return dp[u][bitmask]; // Use that previous value

int ans = 1e9; // Set an infinite value

for(int v = 0; v <= n; v++) // For all the nodes

if(u != v && !(bitmask & (1 << v))) // if this node is not the same node, and if this node is not used // yet(in bitmask)

ans = min(ans, dist[u][v] + tsp(v, bitmask | (1 << v)));

//min(past\_val, dist u->v + dist(v->all other untaken nodes))

return dp[u][bitmask] = ans; //save in dp and return

}

**//Longest Common SubSequence**

![](data:image/png;base64,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)**//Dynamic Programming**

char a[210], b[210];

int dp[210][210], len\_a, len\_b;

//LCS is the same sequence in two strings: a s x z and s x z a. Here LCS is 3 {a, sx, z}

int LCS(char a[], char b[], int len\_a, int len\_b) {

dp[210][210] = 0;

for(register int i = 1; i <= len\_a; i++)

for(register int j = 1; j <= len\_b; j++) {

if(i == 0 || j == 0) //base case

dp[i][j] = 0;

else if(a[i-1] == b[j-1]) //if a match found

dp[i][j] = dp[i-1][j-1] + 1;

else Fig: Longest Common Subsequence

dp[i][j] = max(dp[i-1][j], dp[i][j-1]); // dp[i][j] = max(ignoring b[j-1] (taking b[j]), ignoring a[i-1] (taking a[i]))

}

return dp[len\_a][len\_b];

}